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In functional programming languages (FP)  lazy evaluation is a basic way to evaluate functions. In VFP there are two main fields where lazy evaluation matter: VFP Evaluate (and similar)  function and SQL queries. Composing functions in lazy evaluation means composing amplified functions or actions. Let us present some examples to illustrate the methods and the problems in composing VFP actions.
SQL and lazy evaluation

The functions in VFP depend on data types but also from the order of evaluation:

Example 1. Normal (strict or eager) evaluation
G(x)=x+5

Z=G(x)**2, 

We call these two functions for a value x=2 and get Z=49.

X=2, g(x)=7, z=49

We can compose the two functions in this way: fc(x)=(x+1)**2.

Example 2. Lazy evaluation in SQL
In VFP SQL we can pass functions as an argument with some restrictions. The next two queries don't generate correct results. X is a numeric field in a table test. Its value in the first record is 2 and in the second record is 3.
SELECT f(g(x)) as res FROM test INTO CURSOR xxx  &&& 1->1 x->f(x)

This SQL computes g=2 (for x=1) and then ignore this value and computes  f(1)=1**2=1, which is not correct. 

SELECT f(x+1) as res FROM test INTO CURSOR xxx  &&& 1->1 x->f(x)

Also this query doesn't behave in an expected way: instead of x+1 it takes x as the argument and returns f (1) =1.

SELECT (x+1)**2 as res FROM test INTO CURSOR xxx  &&& 1->4

In this example the function (x+1)**2 is without name, we can call it an anonymous function.

SELECT evaluate(»(x+1)**2«) as res FROM test INTO CURSOR xxx  &&& 1->4

Sometimes  we pass a function as an expression enclosed in quotation marks.

SELECT fu(x) as res FROM test INTO CURSOR xxx  &&& 1->4

The last three queries behave in an expected way. The VFP engine »understand« this method of passing functions.
Example 3.

Use test

?s1(5) && 2 (1+1)
The function s1 ignores its argument and returns 2. It takes the value from the table. We shall explain this behavior later.
From this example we can pose a question: How to compose functions in a SQL query (especially complicated functions)?

Evaluate

Let us study the VFP function evaluate. It is more than a function, it is a mapping. Its arguments are amplified functions in various forms and it returns values in a form of values (or functions). We frequently use this function in composing lazy evaluated functions.
The simplest way to pass functions is to use closures, for example:

Example 4.

Function f(x)

  Return x**2

Endfunc

Function g()  && a closure

  ?"x",x
Return x+1

Endfunc

F(g())             (A)

We pass a function g() as an expression to evaluate. This expression is similar to a string, but we have not said it is a string!!! It is simply an expression (a VFP function). 
A construction (A) is only logic, no values. It is similar to the construction in SQL statements. We can compose functions in a similar way as SQL statements.
Note. Behind the scene SQL composition is based on compositions of »functions« of a special kind. 
Will VFP understand this construction? How will execute it?
We modify the function g(x):

Function glazy()  && a closure

  ?"x",x
Return "x+1"

Endfunc

Now we can run them:

Example 5.

CLEAR

CLOSE data

X=4

g=glazy()  && give us a function enclosed in quotation marks
? f(g())  && 25, x=4  && is evaluated here
x=5

?F(EVALUATE(g)) && 36,x=5 glazy is evaluated here
The function (f(g()) takes a value x=4 and returns 25. If we call a function f on a lazy evaluated function glazy, it takes the value x=5 and compute 36.
The function glazy or the composition f(glazy()) is like an application, for example, we apply it on a value x=6:

X=6

? F(EVALUATE(g)) && 49,x=6 glazy is evaluated here
And the result is 49. It computes, when we give it a value. We call this kind of computation: on demand. You can manage »infinate« streams using lazy evaluation.
You can look at a function f(glazy())  as a macro command: you create a macro and use it in appropriate places. This "macro" command can be seen as a VFP language inside extension. 
A difficult exercise: Create a lazy evaluated  variant of the function f(x). Compose it with the function glazy. Observe the errors, when you use it in the SQL. Later we shall solve this problem.
Many times in VFP we prefer to manipulate functions as anonymous (without names), for example:

F (»x+1«), where a function x+1 is without name.

Usually, the expressions are more readable when written as anonymous functions.

In=5

Evaluate(5) 
give us an error, because evaluate is »lookig for« a function to evaluate.

The expression can be written as a function, for example:

Xexpr=«long expresion«

Function f()

Return xexpr

Endfunc

Eval(»f()«) = eval(xexpr)

Inside the expressions there can be other functions composed in a correct way.

We call evaluate a function, but it is a mapping and not a function. By definition, a function  maps a set (subset) of real numbers to a set (subset) of real numbers( F: R->R). An example:
Function M()

Return »'x+1'«

Endfunc

Evaluate(»m()«)   && return a function (string)  'x+1', not a value.

Function N()

  If vartype(x)=«X«

    Return null

  Else

    Return x

Endfunc

A function N() returns a new type (an option), for example an integer or null. Also evaluate(N()) return an option. A mapping N is an amplified function.
X=5

?EVALUATE("N()")  && return 5

X=null

?EVALUATE("N()")   &&return null

Evaluate has become a new mapping (Funktor on a type option(integer,null)). You can understand a funktor without the exact mathematical definition. It is an amplified function on a type option (integer,null). Evaluate don't manipulate only functions, but also amplified function (For a VFP programmer is more difficult to read the last sentences, than to use them). The VFP SQL engine has to manipulate values in a way similar to a function N(): it has also null values in a table. 
The function evaluates operate in two ways:

Strict evaluation, for example evaluate (f (g (x)).

Lazy evaluation. When we use it in the lazy evaluation environment, it doesn't accept nested (higher order) functions in a »classic« way. Sometimes, if you use nested function as in 1) you get wrong results. How to manage high order functions in VFP?
Composing functions

From a programmer point of view we have to answer this question: Why pay attention to function composition?

We know a function composition, for example, S1(s(x) is a composition of two functions s1 and s. We will compose the two functions in another way and the result will be an equivalent function. The mathematical formula is from monad theory:
Function bindm(f1,f) && for a numeric type

  x=evaluate(f1)  && extract the monadic value

  x=LTRIM(STR(x))     && transform it into a correct form

Return f+"("+x+")"  && f+"("+LTRIM(str(eval(f1)))+")"

endfunc

Function composition2(f1,f)  &&helper function

Return bindm(f1,f)

endfunc

Function composition3(f1,f,f2)  &&helper function

Return bindm(composition2(f1,f),f2)

endfunc

FUNCTION w(x)

  wait

return x

endfunc

Example 6.

CLEAR

x=5

?EVALUATE(composition2("s(x)","s1"))  &&26

?EVALUATE(composition3("s(x)","w","s1")) && 626

A function bindm is a binder, it composes two functions: it evaluates the first function (extract the monadic value) and on this value applies a second function. The result is a new function, which we evaluate on demand (when we need the result). 
The functions composition2 and composition3 are helper functions (syntactic sugar). A composition2 compose two functions and composition3 three functions. 
We can look at a function composition3("s(x)","w","s1") as a sequence of actions: first action is s(x) and then w (wait) and then s1. Between the functions s1 and s we have injected an action. At every »,« we can inject another action. In OO version of this composition we normally use a ». « ( something like: this.s.w.s1). The »,« or ».« are like bind operators. We can read them »and then«: s and then w and then s1.
Instead of s1(w(s(x))) we can now write an equivalent function composition3("s(x)","w","s1"). Sometimes this notation is better than the anonymous function, for example x**2+1. 
Our composition composition3 doesn't contain only functions, for example a function w contains a VFP command wait, so it is better, if we speak about actions' composition.

Composing lazy evaluated functions

Normally we write lazy evaluated functions as closures:
Function glazy()  && a closure

  ?"x",x
  m.x=x+1   && create a memory variable (x can be a field in a table)

Return "m.x"

Endfunc
FUNCTION s1lazy()

  m.x=m.x+1   && take a computed value (not a field in a table)

  ?"s1",x,m.x
RETURN "m.x"

Endfunc
In the functions glazy and s1lazy we have added a »m.« notation, to instruct VFP from where to take values in case x is a field in an open table. In glazy it takes x from a table, creates a memory variable m.x and returns its value. The second function s1lazy takes a computed m.x and returns a m.x. At the end of this article we shall show the problems a programer can have using a »m.« notation.
Function Lcomposition2(f1,f)

Return Lbindm(f1,f)

endfunc

Function Lbindm(f1,f) && for a numeric type

  *xx=EVALUATE(evaluate(f1))  && extract the monadic value

  xx=EVALUATE(Lident(f1))

  ?"xx",xx,f1
Return f+"()" && f+"("+LTRIM(str(eval(f1)))+")"

ENDFUNC 

We have a little bit adjust the function bindm into Lbindm. We have a new binder (similar to bindm) to bind functions written as an expressions enclosed in quotation marks.
FUNCTION Lident(k)

RETURN EVALUATE(k)  && extract from a container ( a string)

We have introduced a new function (a neutral element). It extracts the functions from the container (a string).
X=2

?EVALUATE(EVALUATE(Lcomposition2("glazy()","s1lazy")))  && 4

This function EVALUATE(EVALUATE(Lcomposition2)) is executed in a lazy way.

Infinite streams
Lazy evaluation helps us in managing infinite streams. When we don't know in advance how long will be a process, we model it as an infinite stream and we stopped it on demand.
An example.

Let us create a program that reads a field's id value of a record in a table test with 10.000 records. It reads the value id from a record till id is less than 1000.
Function idread() && takes a value from its environment – a table test

  ?id

Return id

Endfunc
Use test

Procedure runall

Do while .t.

  Idread()

  Skip

Enddo

Endproc
The procedure runall will run forever, if the table test has a very large number of records.

Function idread()

  ?id

 If id=1000 or eof()
  Exit

 else

  Return id

 endif

Endfunc
We add an if statement to a function idread to end the process, when id is 1000 or end of file. 
A function idread is a closure, it is like a lazy evaluated function. It takes its arguments values from the environment where it is called. Observe this two functions applied on a first record
Function idlazy()

?id

Return »id«

Use test

?idread()

?evaluate(idlazy())

They bahave in the same way and give us equal results. In VFP (sometimes) an experssion can be equal to a closure, p.e. »x+1« (expressin)  and return x+1 (closure).
Futures or promises
With lazy evaluation you can manage promises (futures). Let us explain what it is in the code from example 4.  
1)X=4

2)g=glazy()  && give us a promise (future)
3)? f(g())  && 25, x=4  && is evaluated here
4)*A computation

5)x=5   && value is produced (is arrived)

6)?F(EVALUATE(g)) && 36,x=5 

In the line 2 we have solved a problem involving values that didn't exist yet. We know only the logic (the function g) and its signature (a type of input and output) we have to apply for a value, eventually will »arrive« in the future. We read a function glazy() as a promise we will have a value. We don't know, if the value will arrive (be produced) and when will happen this. The last problem »when« we usually solve by a time out: If the event doesn't happen in a time interval, we conclude, it will never happen and we react: a promise is broken.
On the other side, when the value »arrive« (line 5), we evaluate it (line 6) and it returns a value. 
In line 4 we have switch the application to another program (thread of execution). When it ends, we eventually evaluate (6).
To be more realistic, we put the last three statements in a loop with a »time out«.

K=1

X=null

Do while k<10

  K=k+1

  computation(k)   && A computation that produces eventualy x

 If vartype(x)=«N«

   ?F(EVALUATE(g))

 Endif

Enddo

If k>=10

Messagebox(»Time out«)

Endif
Function computation(x)

  If k=3

    Return X

  Endif 

endfunc

This program in a loop runs an application compute(1) and after that test, if x is produced. If it is not, it repeats the loop by running another application and so on.
The command F(EVALUATE(g)) in the last program execute asynchrounosly. We have created the logic in line 2). It will be eventually executed asynchrounously when the value of x will be a numeric value. This program has an added value: The asynchrounous process don't block. If the computer has another task to execute (function to compute), it can do that, instead of waiting for an »asynchrounous message«.
Lazy evaluation in programs like the last and promises or future are appropriate code to run asynchronous code in VFP.

Note. Promises (futures) are lazy evaluated function composition. 
Continuation function

A  function composition2("s(x)","s1") can be read also in this way: the function s1 is a continuation of the function s.

Let us analyze this question: What are the conditions a function s1 can be a continuation of s? There are multiple response to this question. Let us illustrate two:
The types of the two functions must match. The result of the first function s is numeric and the input of the function s1 have to be of type numeric.
How to solve the problem, if the result is of type logical or is null or void. For example:
Function f(x)

  X=x+1

Endfunc

Function callback(obj,func) as void

  ?func

endfunc

These two functions return:

F a logical value .T.
callback void.

The return values of these two functions are unusable. You can't compose them with a new function. It is better, if a function has a return value.
Conclusion

In this article we have shown a method of function composition when we evaluate them in a lazy way. In some programming languages this is called actions composition. Technically we transform a composition of nested functions in a sequence of actions. Between two actions we can inject new actions: injecting new actions become a very simple job. The code is readable.
From the point of view of the language this action sequencing and injecting is a language inside extension that gives a programmer the opportunity to create programs in a new way.

Addition: Composing functions in VFP –a problem
Let us see a problem we have in lazy evaluation of  of composed functions.

Example.

FUNCTION s(x)

  ?"before",x,m.x,x**2
  xx=x**2

  ?"after",xx,x,m.x
return xx

endfunc

FUNCTION s1(x)

 RETURN x +1

ENDFUNC

A function s2(x) is a new version of a function s1(x). We replace the variable x with xx. 
FUNCTION s2(xx)

 RETURN xx +1

Endfunc

clear

CLOSE DATABASES

m.x=999

?"s1",s1(x) &&1000
?"r01",s1(s(x))   &&998002
USE test

SKIP

SKIP

*x=3, quantity=8 two field values in a third record

?VARTYPE(m.x),m.x  && N  999

?"r1",EVALUATE("s1(s(x))")  && 4
?"rq",EVALUATE("s1(s(quantity))")  && 4  ignore the argument
?"r2",EVALUATE("s2(s(x))")  && 10  && correct result
The functions s1 and s2 ignore their arguments: they are not functions in a mathematical sense. When we evaluate s1(s(x)) on a record with a field name x and value x=3, we get a wrong result 4. If we change the argument to quantity (another field with a value 8), we get the wrong result 4. We can conclude that evaluate ignore the arguments and use variables from the environment (a closure).
Note. In VFP help, we can find the explanation that a filed's variable, in our case x, has precedence over a memory variable x. But millions of people over the world knows that s1(9) is 10. This VFP behavior is in contradiction with a mathematical definition what is a function.
The workarounds to this problem are:

1) use a new function s3. In it we force the function to take the values from its memory (m.x +1); the computed values. But this can't be a general solution. For example, if you reverse the order of the two functions s(s3(x)), you will get wrong results, because s will not take the correct computed values.
Don't use composed functions, but write them in an explicit way:s1(s(x))=x**2 +1. Sometimes this is not a clever solution.
The function s1 is a »continuation« of the function s. It's argument names must be different from the opened table fields names, for example s1(k).
Note. In mathematics f(x)=X**2, give us always f(2)=4. The functions applied to values in a VFP table, don't behave in this way. It seems they behave as a closure, ignoring arguments. The solution to this problem is in using this »VFP mathematic functions« as closures (without parameters). In it you must explicitly manage the order of execution. In non functional languages are very difficult to manage high order functions in a lazy way. 
Note. VFP start for example with this variables m.x, x (a field). It computes a first function s(x), and creates a new closure with a new computed value mm.x. In the new closure it can access only the variable x and a new mm.x. The second function s1(x) can take as variables (concurrent) x and mm.x. Because of conventions it takes x (if it has not an exact instruction to take m.x that is, in this closure, mm.x). If the function s1(x) has a notation m.x (p.e. m.x=x+1),  a variable m.x is the computed m.x, not the original. 
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